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Abstract—This paper presents a secure scheme for generating a pseudo random numbers. The scheme is based on secret splitting of a piece of secure information which is used as a seed to the generator. In this stage the procedure of splitting the secure information is performed according to a specified weight in such a way that each segment of the information piece takes a special weight depending on the priority of each part of the random number sequence. Another important concept used in this method is the agreement strategy applied to the secure information. By comparison of this scheme with other methods of generating pseudo random generation, it is found that there are a secure complex relationships among the elements of the random number sequences which are difficult to be discovered by most active attacks.

Index Terms—Pseudo-Random, secret splitting, Cryptography, Secrecy, agreement.

I. INTRODUCTION

Random numbers have many advantages especially in cryptography as they are used for key streams of one - time pads, secret keys of symmetric cipher systems, public key parameters, session keys, nonce, initialization vectors and salts. In addition random numbers sequences are of crucial importance in almost every aspect of modern digital cryptography, having a significant impact on the strength of cryptographic primitives in securing secret information by rendering it unknown, unusable, unpredictable, and irreproducible for an adversary [1,2,3 ]. Random Number Generators (RNG) are divided into two main families:(1) the True Random Number Generators (TRNGs) which exploit the physical phenomena that contain part of incertitude and (2) Pseudo Random Number Generators which are based on deterministic algorithm and they are considered more appropriate for security applications [3, 4,5] .The main objective of RNG is producing certain independent and intricately distributed numbers [6]. Some standards that are regarded as secure in the past have recently failed [7], [8], [9] and [10], other generators which are one of the few PRNGs with proven security [11]. These standards are of little use for their slowness. In recent years new generators which are called Lagged Fibonacci pseudo-random number generators have become increasingly popular generators for serial as well as scalable parallel machines.

These generators are of common use because they are easy to implement, cheap to compute and they perform reasonably well on standard statistical tests [12], [13] and [14] especially when the lag is sufficiently high.

II. RELATED WORKS

In [15], the authors were proposed for a new splittable pseudorandom number generator based on a cryptographic hash function. In this scheme, the authors showed that the currently known and used splittable PRNGs are either not efficient enough, have inherent flaws, or lack formal arguments about their randomness. The authors provided proofs giving strong randomness guarantee under assumptions commonly made in cryptography. A patent method of generating pseudo-random numbers by means of an iteration applied to a one way function which is based on a start value and a key for generating a part of the pseudo-random number and wherein the iteration is initialized with a random start value and a random key, and wherein, in each iteration step, both the start value and the key for an iteration step are determined from the part of the pseudo-random number determined in the previous iteration step using the one-way function [16]. In [17] a new Iteration Function System (IFS) had been used for generating a Pseudo-Random Number Generator. In this research the authors measured the sensitivity of the Iterated Function System (IFS) to the initial condition. In this system and at a certain initial value, the iterated function (IFS) can generate a chaotic random numbers.

A paper introduced an interesting hierarchy of random number generators based on the review of random numbers characteristics and chaotic functions theory. The main aim of this paper is to produce a dynamical system which can be implemented in random number generators. The authors had carried out certain statistical tests on a series of numbers obtained from the introduced hierarchy [18].

III. PROPOSED SYSTEM

This method generates pseudo random numbers by selecting a certain piece of secure information. The users involved in this system to generate these random numbers must agree upon this information in advance to enable them to generate their own random numbers and then used them for cryptographic systems. The users also agree about the predefined structure of this secret information. The structure in this method consists of a certain number of digital information or in a binary representation. One of the constraints of this structure is the agreement upon the size (n) of this secure information. The other constraint is the way which is used to split this information piece. The secure information is split into different segments. In this scheme we used a secure procedure for splitting information piece
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by using a specified different weight for each segment. Figure 1 illustrates the structure of this secure information.

Figure 1: The Structure of Secret Information Piece.
Every segment represents a certain cell of one number. Each cell contains different digital numbers. The splitting method of information is based on decomposition of the total contents of the cells with weighted segments. The first random segments generated are done by taking \( x_1 \) % as a weight of the whole secret information. The second random segment is generated by a different percentage of \( x_2 \) % as a weight with the remaining size of the information piece and so on. For this reason the users must have a knowledge about these percentage values which is considered an agreement factor among these users. The next step is that each segment is Applying XOR with its corresponding weight. At the end of this step, the system generates the first set of pseudo random numbers. To generate the next set of random numbers, first, each segment is reversed and the total set of first generation is also reversed. Secondly we apply XOR operations to this reversed set with the corresponding weight and thus we get the second set of pseudo random numbers, Figure 2 illustrates a segment after applying the reverse procedure.

Figure 2: XOR and Reverse Operations.
At this stage the first set of pseudo random numbers is generated. The same procedure is repeated to generate further sets of random numbers

IV. ALGORITHM

Let \( w \) be an array of all available weights where \( \text{w} = \{w_1, w_2, ..., w_m\} \).
Let A be an array of size \( n \) which represents the information piece where A=[1..n].
Let B be an array of size \( n_1 \) which contains the segmented elements of array A where B=[1..n_1].
Let C be an array of size \( n_2 \) which contains the results of XOR operations on the elements of the array B where C=[1..n_2].

Initialization (splitting the information piece):
\[
j = 1 \\
n = \text{length} \ A \\
\text{Repeat}
\]

A: Segments with XOR operations.

| \( X_1 \ldots X_n \) | \( Y_1 \ldots Y_n \) | \( Z_1 \ldots Z_n \) | \( W_1 \ldots W_n \) |

B: Reversed Segments.

V. IMPLEMENTATION AND RESULTS

Initialization:
We choose a secure agreement information piece which is stored in an array A of size \( n=14 \) as shown below:

The new generated segments are stored in an array B as explained below:

The weights set assigned for splitting this information piece are chosen into 4 weights which are: 15 %, 20%, 25% and 30%). Now elements of the information piece are gathered into groups by multiply each element by its corresponding weight until all elements were exhausted as explained bellow:

\[
\begin{align*}
\text{R1} &= \text{\{0+R1\}} * \text{15} \% = (1+0.15) = 2 \text{ digit} \\
\text{R2} &= \text{\{0-0.5\}} * 20 \% = (0-0.1) = 2 \text{ digit} \\
\text{R3} &= \text{\{0+0.1\}} * 25 \% = (1+0.1) = 2 \text{ digit} \\
\text{R4} &= \text{\{0-0.2\}} * 30 \% = (0-0.06) = 2 \text{ digit} \\
\text{R5} &= \text{\{0+0.1\}} * 40 \% = (1+0.1) = 2 \text{ digit} \\
\text{R6} &= \text{\{0+0.1\}} * 50 \% = (1+0.1) = 2 \text{ digit} \\
\text{R7} &= \text{\{0+0.1\}} * 60 \% = (1+0.1) = 2 \text{ digit} \\
\text{R8} &= \text{\{0+0.1\}} * 70 \% = (1+0.1) = 2 \text{ digit} \\
\text{R9} &= \text{\{0+0.1\}} * 80 \% = (1+0.1) = 2 \text{ digit} \\
\end{align*}
\]

The weights set assigned for splitting this information piece are chosen into 4 weights which are: 15 %, 20%, 25% and 30%). Now elements of the information piece are gathered into groups by multiply each element by its corresponding weight until all elements were exhausted as explained bellow:

\[
\begin{align*}
\text{R1} &= \text{\{0+R1\}} * \text{15} \% = (1+0.15) = 2 \text{ digit} \\
\text{R2} &= \text{\{0-0.5\}} * 20 \% = (0-0.1) = 2 \text{ digit} \\
\text{R3} &= \text{\{0+0.1\}} * 25 \% = (1+0.1) = 2 \text{ digit} \\
\text{R4} &= \text{\{0-0.2\}} * 30 \% = (0-0.06) = 2 \text{ digit} \\
\text{R5} &= \text{\{0+0.1\}} * 40 \% = (1+0.1) = 2 \text{ digit} \\
\text{R6} &= \text{\{0+0.1\}} * 50 \% = (1+0.1) = 2 \text{ digit} \\
\text{R7} &= \text{\{0+0.1\}} * 60 \% = (1+0.1) = 2 \text{ digit} \\
\text{R8} &= \text{\{0+0.1\}} * 70 \% = (1+0.1) = 2 \text{ digit} \\
\text{R9} &= \text{\{0+0.1\}} * 80 \% = (1+0.1) = 2 \text{ digit} \\
\end{align*}
\]
Step 1:
Now we apply the XOR for each element of the new generate segment with the corresponding weights as explained below:

| 63 | 98 | 13 | 54 | 2 | 6 | 19 | 5 | 4 |
| 63 XOR 15 = 48 |
| 98 XOR 20 = 118 |
| 13 XOR 25 = 20 |
| 54 XOR 30 = 40 |
| 2 XOR 15 = 13 |
| 6 XOR 20 = 18 |
| 19 XOR 25 = 10 |
| 5 XOR 30 = 27 |
| 4 XOR 15 = 11 |

In this case we get the first information and will be stored in the array C as the initial value for the first set of the pseudo random number as explained below:

| 48 | 118 | 20 | 40 | 13 | 18 | 10 | 27 | 11 |

Step 2:
Then we reverse each element and the entire elements of the array C and the result is stored in array C itself, this procedure generates the first set of pseudo random numbers as explained below:

| 11 | 72 | 01 | 81 | 31 | 04 | 02 | 811 | 84 |

Similarly we apply step 1 and step 2 to generate the second set of pseudo numbers as shown below:

| 11 XOR 15 = 4 |
| 72 XOR 20 = 92 |
| 01 XOR 25 = 24 |
| 81 XOR 30 = 79 |
| 31 XOR 15 = 16 |
| 04 XOR 20 = 16 |
| 02 XOR 25 = 16 |
| 811 XOR 30 = 821 |
| 84 XOR 15 = 91 |

At the end of this procedure we get the second set of pseudo numbers as shown below:

| 4 | 92 | 24 | 79 | 16 | 16 | 27 | 821 | 91 |

The same steps are repeated to generate the third set of pseudo random numbers as explained below:

| 19 | 128 | 72 | 61 | 61 | 97 | 42 | 29 | 4 |

Note: we can continue with the same procedure to get further sets of pseudo random numbers.

VI. CONCLUSION

In this Paper we use the concept of secret splitting to produce sequences of pseudo-random number generation because secret splitting is the most common secure technique to enhance system's secrecy. The relations among any random number are based on an agreement between the sender and the receiver so both must have the knowledge of the size of secure agreement which is the seed, the secret information and also the weights assigned for splitting this seed. Based on this agreement procedure, the proposed system will generate secure random numbers and then can be used as cryptographic keys. In analyzing this system we find that the information piece is secure because it is not transmitted but it can be distributed in house especially for sensitive applications. Another enhancement factor is that the splitting of such information piece is designated in a more strict procedure and these weights are considered as an agreement and secure factors. These weights must be selected carefully depending on the priority of each segment and those are used later for generating successive sets of random sequences. In comparison of this system with other pseudo random generators it is found that it changes the method of seed selection of the generator in that instead of using a fixed and a public seed, the seed in this system is private and it does not take a whole part but it is composed of different segments with complex and secure relations to recover the original piece of information. Finally we had found that most pseudo random generators rarely depend on secret splitting and agreement except those which are used in parallel processing.
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